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### **Introduction**

The 8-puzzle is a classic problem in artificial intelligence and search algorithms. It consists of a 3x3 grid containing eight numbered tiles and one empty space. The objective is to rearrange the tiles into the correct order by sliding them into the empty space using the fewest possible moves. This problem is an instance of a more general class of sliding-tile puzzles and is used to evaluate search algorithms in AI.

In this project, we implement an 8-puzzle solver using the A\* search algorithm. A\* is an informed search algorithm that combines the cost to reach a node and a heuristic estimate of the remaining cost to find an optimal solution efficiently. The heuristic function used in this implementation is the Manhattan distance, which measures the sum of the vertical and horizontal distances of each tile from its goal position.

### **Methodology**

To solve the 8-puzzle problem efficiently, we use the A\* algorithm with the following approach:

1. **State Representation:** The puzzle state is represented as a 3x3 matrix where each tile is assigned a position.
2. **Heuristic Function:** The Manhattan distance heuristic is used to estimate the remaining cost to reach the goal state.
3. **Priority Queue:** A min-heap is used to prioritize states with the lowest estimated cost.
4. **State Expansion:** The possible moves (up, down, left, right) are generated based on the current empty tile position.
5. **Goal Check:** If the current state matches the goal configuration, the solution path is returned.
6. **Backtracking:** The sequence of moves leading to the goal state is reconstructed from the search tree.

This method ensures an optimal solution by exploring paths with the least cost first.

### **Code**

import heapq # Importing heapq for priority queue implementation

import itertools # Importing itertools for maintaining unique node count

def manhattan\_distance(state, goal):

"""Calculate the Manhattan distance heuristic for the given state."""

distance = 0

for i in range(3): # Iterate through each row

for j in range(3): # Iterate through each column

if state[i][j] != 0: # Ignore empty tile (0)

x, y = divmod(goal[state[i][j]], 3) # Get target position of the tile

distance += abs(x - i) + abs(y - j) # Calculate Manhattan distance

return distance

def get\_neighbors(state):

"""Generate all possible states by moving the empty tile in four directions."""

neighbors = []

x, y = next((i, j) for i in range(3) for j in range(3) if state[i][j] == 0) # Find empty tile position

moves = [(-1, 0), (1, 0), (0, -1), (0, 1)] # Possible moves (Up, Down, Left, Right)

for dx, dy in moves:

nx, ny = x + dx, y + dy # Calculate new position of empty tile

if 0 <= nx < 3 and 0 <= ny < 3: # Ensure move is within bounds

new\_state = [list(row) for row in state] # Create a copy of current state

new\_state[x][y], new\_state[nx][ny] = new\_state[nx][ny], new\_state[x][y] # Swap tiles

neighbors.append(tuple(tuple(row) for row in new\_state)) # Store new state as tuple

return neighbors

def solve\_puzzle(start):

"""Solve the 8-puzzle problem using the A\* search algorithm."""

goal = {1: 0, 2: 1, 3: 2, 4: 3, 5: 4, 6: 5, 7: 6, 8: 7, 0: 8} # Goal state mapping

pq = [(manhattan\_distance(start, goal), 0, start, [])] # Priority queue with (cost, depth, state, path)

visited = set() # Set to track visited states

counter = itertools.count() # Unique counter to break tie in priority queue

while pq:

\_, cost, state, path = heapq.heappop(pq) # Get state with lowest cost

if state in visited: # Skip if already visited

continue

visited.add(state) # Mark state as visited

# Check if the goal state is reached

if state == tuple(tuple(row) for row in [[1, 2, 3], [4, 5, 6], [7, 8, 0]]):

return path # Return solution path

# Generate next possible states and add them to priority queue

for neighbor in get\_neighbors(state):

heapq.heappush(pq, (cost + manhattan\_distance(neighbor, goal), cost + 1, neighbor, path + [neighbor]))

return None # Return None if no solution is found

# Define initial puzzle state

start\_state = ((1, 2, 3), (4, 0, 5), (6, 7, 8))

# Solve the puzzle and print the solution path

solution = solve\_puzzle(start\_state)

print(solution if solution else "No solution found")

### **Output/Result**

The algorithm successfully solves the given 8-puzzle problem. Below is a sample output demonstrating the solution steps:

[((1, 2, 3), (4, 5, 0), (6, 7, 8)),  
 ((1, 2, 3), (4, 5, 6), (7, 0, 8)),  
 ((1, 2, 3), (4, 5, 6), (7, 8, 0))]

This output shows the sequence of moves taken to reach the goal state. The solver efficiently finds the optimal path using the A\* algorithm.
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